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SECTION 1

INTRODUCT ION

\kl.l PURPOSE AND SCOPE

The Automated Interactive Simulation Modeling System (AISIM) provides the

user with the ability to do high level simulation of complex operational

and distributed data processing systems. The purpose of this manual is to
provide the AISIM user with a camprehensive guide for the use of AISIM version
5.0 on a VAX 11/780 computer. ..

1.2 ORGANIZATION

This manual is organized to serve as a straightforward reference document for
the AISIM user. Section 1 introduces this document, detailing the
organization of this document, the document conventions and applicable
documents. Section 2 is an overview of the concepts used in modeling and
simulation of systems using AISIM. Section 3 contains a detailed description
of the AISIM modeling constructs. Section 4 describes the interface between
the AISIM software and the host computer's time sharing system. Sections 5
through 12 present information of the various system user interface levels,
including detailed descriptions of prampts and commands. Section 13 discusses
AISIM simulation results and how to interpret them. Appendix A presents
operational procedures and other information which is useful for the user to
know but not mandatory for using the system. Appendix B lists simulation
error messages with a description of their meaning. Appendix C is a glossary
of AISIM terms. Appendix D contains a detailed description of the message
routing submodel described in section 3.

1.3 DOCUMENTALION CONVENTIONS

The descriptions of AISIM cammands given in this manual use the following
notations to define the syntax and format of the AISIM commands:

1. Commands shown in the format below are equivalent:
DESIGN
D

The latter is an abbreviation for the former.

2. Required parameters are enclosed in braces:

fentity-typel
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3. Optional parameters are enclosed in brackets:
[ NOXLATE] .

Default values exist for all optional parameters.

4. The brace and bracket symbols are used only to define the .
format. They should never be typed in the actual command
statement.

braces { 1
brackets [ ]

S. The symbols listed below should be typed in a command
statement exactly as shown in the command statement
definition.

apostrophe '
comma ’
parentheses ( )
period .

6. Words in lower case appearing in a command definition
represent variables for which the user should substitute
specific information in the actual command.

EXAMPLE: 1If "database" appears in a command definition, the
user should substitute a specific name of a database
(for example, CONTACT) for the variable when the
command is entered on the terminal.

7. All upper case words and letters in a command definition, such
as a command name or a parameter name, must be typed as part of
the command statement.

8. All command names and associated parameters must be separated
fram each other by the appropriate delimiter, as shown in the
canmmand definition. Delimiters are either a comma or a blank
depending on the context. A blank is entered on the terminal by
pressing the space bar at the bottom of the terminal keyboard.

EXAMPLE: BACKUP (PROJECT(database)]

If the optional parameter is used, it must be
separated from the command name BACKUP by a blank ( ), ,
l.€. r’ -

BACKUP PRQJECT(contact)

1-2
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When a canma is to be used as the delimiter, it will be
specified as part of the coammand definition.

EXAMPLE: DEFPLOT {entity-typel,{entity-name}

In this example the command name DEFPLOT would be
separated from the required parameter [entity-typel by
a blank and the two required parameters would be
separated fram each other by a cama, i.e.,

DEFPLOT R,resaurce

The references in this document to specific words that are
AISIM entities will appear with an initial capital. This is to
distinguish the reference to an AISIM specific concept fram a
cammon interpretation of the word.

EXAMPLE: Process - Occurrences of this refer to the AISIM
entity.

1.4 APPLICABLE DOCUMENTS

The following documents provide additional information relevant to the
operation and use of AISIM:

\. ~ g .'-~¢ » 5- " W .‘-.\~ LS TR \-l.- .,- _.q...- o .--.~' . -- \..\- R .‘-:F. W LA, SOIREN
» r 8 hd "

AISIM Training Marnual

AISIM Training Examples Manual
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SECTION 2

AISIM CONCEPTS

The Automated Interactive Simulation Modeling System (AISIM) provides a
tool for the analysis of camplex systems. The tool is designed for the
operations analyst or engineer as a workbench for investigating the impact
of system alternatives. AISIM provides a graphics language for the
expression of systems, a database for storing a system's design and a
simulation capability for analyzing the system. AISIM is applicable to
design analysis of hypothetical systems and to the operations analysis of
existing systems.

AISIM is a computer program that allows for the simulation of complex
systems by a user without the need for the user to do additional
programming. The program can be executed interactively by a user

communicating with a host computer through a temminal, or by submitting same
AISIM operations to be performed in batch mode. By using the host computer in

an interactive mode, an AISIM user can use AISIM to obtain timely data to
support decisions on how a system is to function.

2.1 CHARACTERISTICS OF SYSTEMS MODELED BY AISIM

AISIM supports the design and analysis of systems having any of the
following characteristics.

1. Procedural operations -- Processes in the system can be
described by a sequence of steps that describe the logic of every
operation (e.g., operator actions, operating system logic,
applications logic, man-machine interface, real time input
processing).

2. Parallel Processing -- Any number of processes can occur
simultaneously.
3. Shared Resources -- Some processes require resources that are

contended for by other processes (e.g., two I1/0 requests
contending for a single channel). Queueing is reflected in the
degradation of the time required to complete processes suffering

resource contention (e.g., large queues behind bottlenecks in a
network).

4. Operational loading -- The operation of the system is a
function both of its internal structure and of the envirormental
nressures on it.

5. Process communication -- Processes transfer data and materials to
other processes in the system (e.g., both message routing and
network control information communication can be easily
represented).
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" 6. Interconnected network -- Network architectures consisting of
b interconnected nodes can be represented in AISIM. System
constructs allow the user to define the routing of messages .

through the described architecture. AISIM also allows for the

. modeling of systems abstracted fram any particular architecture.
A .

& These characteristics are generic to a large class of systems including

- military, camputer, and industrial systems. -
;

X 2.2 MODELING

M

k In scientific and engineering usage, a model is a simplified (or

i idealized) representation of a system that is advanced as a basis for

. calculations, predictions or further investigation. AISIM modeling fits

i canfortably under this general characterization, but AISIM is especially

: useful for the modeling of systems which incorporate parallel processing

N (simultanecus activity) and networks. AISIM is particularly suited to the
b modeling of embedded computer systems for command, control and

canmunication applications.

There are many applications of simulation modeling in this problem area.
AISIM models are representative, discrete event simulation models used for

1 predictive operations analysis. What this means is that entities in a
; real system are mapped onto AISIM entities that have a very close functional
" relationship. AISIM entities respond to simulated conditions much like the
' real entities do under actual conditions. This is in contrast to functional
4 modeling where the real system is described in terms of equations in

. differential calculus. The emphasis in representative modeling is on

describing the system.

Generally, determining and clearly describing the system is the first
major obstacle a modeler must confront. If a system is in the design
phase, then no data is available on how it will perform or what the major
bottlenecks will be. For existing systems these characteristics may be

; known but the combination of events that cause problems may not be

) understood. In both cases, much can be learned fram modeling the system.

A key concept to keep in mind is that models arc a simplified description
of a system. This implies that same elements of the real system may not
be represented in the model. The challenge in modeling is to represent
’ all the elements of critical interest to the system dynamics in the model.
\ This requires same thought as to the development of the model.

2.3 DESIGNING MODELS )

A model should be carefully designed before bxing built. The key
activities addressed during the design phasce are the following:

o

1. Understand the Model and Collect Relevant Data -- To model any system
effectively, a modeler has to know samething about the system.
Building an executable simulation model requires that the system have
an accurate and sufficiently detailed description. A modeler must be

i 2-2
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aware of the functions performed in a system which affect the
dynamics of the operation. A modeler must also know the

. characteristics of all the elements that perform work, create data,
control processing, interrupt nommal operations and produce output.
This data can be obtained fram design specifications, hardware
specifications, previous studies or empirical testing. It is
important to collect good data because that data becomes the
foundation of the model.

2. Determmine Model Boundaries —— Systems modeled by AISIM generally
consist of many subsystems. The problems caused by the combination
of subsystem activities are of interest to the analyst. AISIM
provides varying levels of detail in modeling a subsystem. Sometimes
the activity can be viewed as a black box. The flow of control
through this box can simply be represented by a delay. This type of
phenomena is modeled by AISIM with the Action entity. Other times,
the characteristics of a subsystem can be represented by a
mathematical function. AISIM has such a functional capability with
the EVAL Primitive and Table entity. If an activity is more
camplicated, it can be described by logic. In this case, AISIM
allows the modeler to go to his own level of detail by building a
Process. Setting the boundaries of an AISIM model is precisely what

: the modeler does in deciding which of these constructs will be used

, to model the elements of a system. A method of paper modeling

’ developed for software design is known as "structured design”. This

. method uses structure charts, hierarchical charts showing calling
sequences, to describe functional processing. This method has been
used successfully with AISIM. An alternate method would be to create
flow charts of the various system functions.

3. Determine Experimental Method -- A model allows an analyst to run
experiments on a system to predict how an operation will behave.
Before any effort is expended in building a model, the desired output of
the simulation runs must be considered. Monitors can be designed to

provide data on the system's operation. Experiments can be designed
to validate the model.

PN A o L v I
Vo

2.4 CONSTRUCTING AN AISIM MODEL

2.4.1 Charting a Paper Model

In building a model, a modeler maps the elements of a system onto the
constructs of the simulation language. To do this, the modeler must be
familiar with the characteristics and relationships of both the simulation
tool and the real-world system. The mapping is not always clear-cut and
usually requires iteration. The modeler charts out what processing takes
place in a system, where resources are allocated, how processes
communicate and where activities initiate. This chart is referred to as a
1 paper model. It may be derived fram an understanding of the system's
functions and a qgraphical representation of its network. On the paper
model, the modeler names the entities in the system that will be modeled
by AISIM entities - Processes, Resources, Items, Queues, Tables, ctc.
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2.4.2 Defining the AISIM Model

An AISIM model is built by defining AISIM entities to represent system
entities. This is done interactively on the computer. AISIM solicits
relevant data for defining all design entities.

2.5 AISIM MODELING ENTITIES

As mentioned earlier, a model is a description or abstraction of a real or
proposed system. To build a model with the intention of simulating its
operation, we must describe the model in terms which can be interpreted,
and operated upon, by the simulation system. That is, a system can be
modeled using a prose description; but unless it has some systematic
relation to a computer language, it would be useless as a computer model
because prose is ambiguous. AISIM uses a special set of terms to describe
system structure and operation called AISIM entities. A modeler must
understand the meaning and use of these entities to build successful
models. These entities are briefly discussed below. A detailed
discussion of each of these entities is provided in section 3. Figure 2-1
also provides further insights to the meaning, use, and relationships
between entities and other modelinj constructs.
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Figure 2-1. AISIM Entity Relationsnins
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Action - An Action entity is used to represent the consumption of time fjnisix
for any action, activity, decision, etc., that consumes time. Each RPEN"
Action entity corresponds to an ACTION Primitive in a Process. 1he T e
ACTION Primitive is the only one that causes the simulation clock to Y Y,
be updated. A

Constant -~ A Constant is a model parameter whose value does not change
- during a simulation exercise of a model. Constants are used to
represent parameters that do not vary with time or in response
to the workings of the system being modeled.

File - A File entity corresponds to an external file fram which data is
read or to which data is written during a simulation run.

Item - An Item is a transient data element and is used to
represent messages (or materials or even physical objects)
flowing through the system.

Load - A [oad is used to represent aspects of the world outside the
system that trigger the initiation of Processes. Loads
represent the normal burden, i.e., occasional Process

: . .
triggering, on a system. NI
':'\'.'.'.r\
IS s e . . Y e
Primitive - Primitives are logical constructs that represent Sainleg
steps in the modeled system's operation. There are 28 different e
Primitives each representing a different logical function. A ol
sequence of Primitives campose a Process. All of the Primitives arec sALNA
listed below. .
.f_'.':‘-.':" J
0y .-'. >
ACTION AT
ALIOC PRI
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CALL .o
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CREATE DAY
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SEND A
) SUSPEND
| TEST .
: TRACE 0
» UNLOCK st
WAIT
WRITE A
- e
Process - A Process is a logical description (using Primitives) of )
some or all of the operations, decisions or activities of the tQ}
system being modeled. o
oy
Queue - The Queue entity is used to model an ordered holding area for NN
one or more Items. A Queue may be used to model, for example, a NS
job queue or a memory buffer. A Queue may be defined with a »
maximum size parameter to model such limits as the 3050
maximum number of messages that a buffer can hold before it is \:
overloaded. Queues bear a default size of infinite. '.a
o
Resaurce -~ The Resaurce entity is used to model the mechanisms :{f
(people, CPU, communication lines, etc.) necessary to complete a )
Process. Resources generally have the property of being shared ﬁ::
among Processes. Performmance of a Process can be degraded due oo
to contention for Resources. ;:
oy
Scenario - The Scenario entity is used to model the various o
environments in which a system must perform. A Scenario r
specifies the number of periods of a simulation run as well as NS
their length (which is uniform). The Scenario schedules the o
initiation of Loads. It can also schedule the initiation of o
Processes. M
Table ~ A Table is a user-definable function with up to fifteen pairs »
of data points. Tables may be defined as either continuous, "
discrete or alpha. A continuous Table interpolates linearly D
between numeric points. A discrete Table is a step function ;§$
| connecting numeric points. Alpha Tables are used for f:?
structuring data over non-numeric ranges and domains. e
|
| Variable - A Variable is a model parameter whose value can change during a %{-
| simulation run, either by setting it equal *to a mathematical S
i expression or through reassignment by the user hetween stages of fﬁ“

s a
W oe

a simulation.

i
.

Keywords - The keywords are system-derined variables that provide
the user with information about the current state of the
simulation.

.
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Alpha Literals - Alpha Literals are character strings that are used to
make models more readable and are usced 1n comparison with each other
to determine process execution control.
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SECTION 3

AISIM ENTITIES AND OTHER MODELING CONSTRUCTS

In this section AISIM's entities and other modeling constructs are described
in detail. For each entity, the parameters required to define the entity and
the means by which this data is requested from the user are described.
Included is mention of relationships between the various AISIM entities, where
such mention is deemed helpful,

Note: Whenever entity data is requested via a "form" such as that for the
Scenario entity shown in figure 3-1, any information which is a default will
appear in the form when the form is presented to the user. In the figures
contained in this manual the defaults appear as white words in the black form.
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3.1 SCENARIO )

L
2

The Scenario entity is used to represent the various environments in which the
system being modeled must perform. Together with the Load entity it
represents the extermal stimuli on a modeled system. -

YvaRll

In a Scenario, the user defines a collection of Loads and/or Processes,
together with schedule time and triggering priority for each. The Scenario
calls for the initiation of activity over time by activating a Process or Load
at the corresponding scheduled time.

EEA AL
RN R

4

- !':

Scenarios are divided into periods whose length and number are chosen by the
user. These periods provide break points at which the user can stop a
simulation to alter a variable or inspect the results up to that point. There
may be up to 14 periods in a given Scenario. The form for the Scenario is
shown in figure 3-1.

scenar 10 ([N
PEFIOL LENGTH: _ A8 XM ~FCONDS OUTFUT U172 : EEERRE

vesceieTion: N

CALLS:

PR
o« v

L )
P

TRIGGEF SCH TIME UNITS FRIOFITY TRIGLEF SCH TIME UNITS FRICFITY

KR

R

Figure 3-1. Form for the Scenario Entity

Following 1s a description of the fields in the Scenario form:

SCENARIO: Name of the Scenario (1 to 8 characters)

PERIOD LENGTH: Amount of time in each simulated period.

UNITS: The time units in which the PERIOD LENGTH is expressed.

OUTPUT UNIT3:  These are the time units in which the simulation will be }
run, (i.e. all time unit specifications throughout the
model will be converted to this unit} and in which all
simulation output will appear unless changed by the user
during the simulation run (sce section 7.15).
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DESCRIPTION: Any user comment (0 to 53 characters)

PERIODS: Any characters may be entered in these fields. The
number of fields containing characters determines the
number of periods in a simulation, i.e., for each of the
14 fields in which an entry is made a period is added .o
the total simulation run. A Scenario can have a maximum

- of 14 periods.

TRIGGER: The name of a Process or Load that is to be initiated at
the scheduled time.

SCH TIME: The simulation time, from the start of the simulation, at
which the the Load or Process specified is to be
initiated.

UNITS: The time units in which SCH TIME is expressecd.

The valid entries for UNITS, OUTPUT UNITS and schedule
UNITS are as follows:

Form Entry Meaning
nseconds (ns) - nanoseconds
useconds (us) - microseconds
mseconds (ms) - milliseconds
seconds (s) - seconds
minutes (m) - minutes
hours (h) - hours

days (d) - days

The default value which is automatically placed in the
form is SECONDS, but the user can change this default by
using the Design User Interface UNITS command (see
section 6.1.9).

PRIORITY: The priority the triggered Process is to have. Priority
is inverse, priority 1 preempts priority 2. If a Load
name is entered in the trigger field, the corresponding
priority field is ignored.

Operation - A model database may contain more than one Scenario. However,
only one Scenario can be used per simulation run. The Scenario specified will
define the simulation period length, and Loads and Processes to be triggered

by the Scenario. The total simulation time is the product of the number of
periods and the period length. The number of periods also effects the
col lection of plot data points. (see appendix A.3)

Constants may be used to define PERIOD LENGTH, SCH TIME, and PRIORITY in order
to parameterize a model.

Scenario entities are entered into a model by using the Design User Interface
EDIT command (see section 6.1.4).
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3.2 LOAD

The Load entity is used with the Scenario entity to periodically trigger

Processes during the simulation, and optionally at specific nodes in the

architecture. The Load describes which Processes will be initiated and at

which nodes. An instance of the Load is triggered simultaneously at each of .
the specified nodes. This entity can be described in the following way: for

each Process in the Load, initiate up to the maximum number at an interval

determined by the schedule method, and initiate them simultaneously at each of

the specified nodes. The form for the LOAD entity is shown in figure 3-2.

Nl
s r

-w

Lovo: S

HOCEL HODES HODES NODES

HODES HOOER HOUET HOLES

DESCPIPTION:

SCHATD MEAH DELTA

SECONDS

Figure 3-2. Fom for the Load Entity

)

Y

\""\\.

Following is a description of the fields in the Load form. :jx
Y

w

LOAD: Name of the Load (1 to 8 characters) :j
-

NODES: If an architecture is used these are the nodes in whicnh the !.

1

Processes specified will take place. Otherwise leave blank.

T T s ey B R F R T NS TR ATV T W T R BB T T W W

DESCR: Any user comment (0 to 53 characters) o

PROCESS: Names of Processes which the Load triggers according to s

schedule. . k.

e

] PNS

p MAX §: Maximum number of times this Process is to be triggered in -

: each execution of the Load. o

: . o

; SCHMTD: Statistical function to be used to determine the time between : S,
‘ Process triggerings. It can be any of those described under )

: SCHEDULE METHODS (see below). o

| ::
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DELTA:

UNITS:

PRIORITY:

Depending upon schedule method, MEAN is used to determine the
interval between each triggering of a Process. In general
this is the mean inter-arrival time.

Depending upon schedule method, DELTA is used to determine the
deviation about the mean for the interval between triggerin,s
of a Process.

The time units in which the schedule is expressed. The valid
entries are as follows:

Form Entry Meaning
nseconds (ns) nanoseconds
useconds (us) microseconds
mseconds (ms) milliseconds
seconds (s) seconds
minutes {(m) minutes
hours (h) hours

days (d) days

The default value which is automatically placed in the form is
SECONDS, but the user can change this default by using the
Design User Interface UNITS command (see section 6.1.9).

Priority with which the Process is to be executed. Priority
is inverse, priority 1 preempts priority 2. Priority is used
to determine which Process will be allowed to allocate a
Resaurce when it is contended for by two or more Processes
{see ALLOC Primitive, section 3.9.2).

SCHEDULE METHODS:

START -

INTERVAL -

POIS3ON -

MEAN ¢
DELTA:

inapplicable; i.e., leave field blank
inapplicable; i.e., leave field blank

All Processes up to the maximum number are initiated at the
same clock time, the start of the Load. This can be used to
simulate pre-loading.

MEAN: time between initiations
DELTA: 1inapplicable; i.e., leave field blank

One Process is initiated at every interval as defined by MEAN.

The first starts at the time given by MEAN with respect to the
starting time of the Load.

MAX #: mean number in a PERLIOD
MEAN: lnapplicable: i.c., leave field blank
DELTA: inapplicable; 1.e., leave field blank

Processes .are scheduled randomly by a Poisson process. The
time betwesn Process triggerings is exponentially
distributed. The MAX # parameter defines the mean number for
a PERIOD. PLRIOD length is defined in the Scenario.
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. %
EXPONENT - MEAN: mean time between Process triggerings o
DELTA: inapplicable; i.e., leave field blank ?l
¥ The time passing between Process triggerings is exponentially -
' distributed. ok
| )
[ ‘-\.
LOGNORML - MEAN: mean time between Process triggerings hy
DELTA: standard deviation of time between Process triggerings : -
]
? The time passing between Process triggerings is lognormally
X distributed.
p NORMAL - MEAN: mean time between Process triggerings
DELTA: standard deviation of time between Process triggerings
The time passing between Process triggerings is normally
distributed.
UNIFORM - MEAN: mean time between Process triggerings X
DELTA: range about the MEAN :
’
The time passing between Process triggerings is uniformly :;
distributed. The DELTA parameter specifies the difference e
between the largest possible time between Process triggerings :L
! and the MEAN time. e
» \{
" ERLANG - MEAN: mean time between Process triggerings L
DELTA: order of the distribution function {jl
o
AR
; The time passing between Process triggerings is Erlang o
! distributed. The order "k" is given by the DELTA. ;¢;
q_'-a
WEIBULL - MEAN: scale parameter. .
DELTA: shapc parameter :E
A
The time passing between Process triggerings is Weibull ;S
distributed. ]
4
e
& GAMMA - MEAN: mean time between Process triggecings o
X DELTA: k S
.-::
The time passing between Process triggerings is gamma o
distributed. -
Operation - a load specifies a cluster of Processes to be triggered according . i_
to a scheduling method and a priority. R
Relationships - Loads are part of Scenarios and specify Processes to be e
3 triggéred and nodes in which they are to be triggered. o
[ . '.J':’

Load entities are entered into a model by using the Design User Intertace EDIT
command (sec¢ scction 6.1.4).

3-6

T U e
G NN 20 G S A A AT NI N I AT 0 NN W R RN,



ITEM
3.3 ITEM

The Item entity is used to model transient data elements that "flow" through a
system. These data items, which, by the nature of their varying attribute
values, permit data dependent decision making and timing.

Items can be originated, terminated aid passed through the system fram one
Process to another via the Primitives CREATE, DESTROY, CALL and SEND. Items
can also be placed on and removed fram Queues via the Primitives FILE and
REMOVE, and pointed to via the Primitive FIND. The form for the Item entity
is shown in figure 3-3.

17EM rene :
cescrIPTIon: I

RTTRIBUTES

MAME JGLUE NAME VALUE

Figure 3-3. Form for the Item Entity

Following is a description of the fields in the Item form.
ITEM NAME: Name of the Item (1 to 8 character)
DESCRIPTION: Any user comment (0 to 53 characters)

NAME: Name of an attribute of the Item. An Item
can have up to 15 user-defined attributes.

VALUE: The initial value to be assigned to the corresponding
attribute (integer, decimal, or character); if character,
it must be a defined Process, Resource, global Variable,
Constant, Item, Queue, Table or Action or a keyword or
alpha literal.

NOTE: All Items have two Liplicitly defined attributes, TAIL and PRIORITY.
TAIL is the number of the [tem created, and PRIORITY is the priority of the
Process that creates the [tem. The TALL attribute can be used for Item
matching (see SEND Primitive).
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Operation - An Item is created for each occurrence of the following:

’ a. a CREATE Primitive that is executed - used to model transient data
elements

b. a SEND Primitive that is executed in a Process which does not have an
Item of the specific name attached at the time.

An Item is terminated only when the DESTROY Primitive is executed.
¥ Attribute values are assigned at the time of creation.

Relationship- Item attributes are used by Process Primitives and attribute
values can be modified by the ASSIGN and READ Primitives.

| Item entities are entered into a model by using the Design User Interface EDIT
[ command {see section 6.1.4).
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USER DEFINED QUEUES

3.4 USER DEFINED QUEUES

A Queue is a global entity used to represent an ordered holding area for Items.

When a Queue is defined, a maximum size parameter is specified (the default is
"infinite"). This allows Queues to model finite storage devices that have a
limited capacity (e.g., a storage bin, a camputer job scheduler). Once the
value is defined, it may not be changed and thus this parameter must be either
a numeric value or a defined Constant.

Queues are manipulated by Processes through the use of the FILE, FIND, and
REMOVE Primitives. An Item may be placed on a Queue, if space exists, by
using the FILE Primitive, specifying one of four location parameters: FIRST,
LAST, BEFORE and NEXT. The former two parameters denote the end points of a
Queue, the first and last slots. The latter two are location parameters
relative to a Queue pointer (see below). If no space exists on the Queue, the
Process which is executing the FILE Primitive is suspended. This condition is
known as Queue blocked. In this state the Process waits until space becomes
available on the Queuec. Waiting for space on a Queue is by a first come first
served discipline.

An Item may be taken off the Queue by using the REMOVE Primitive and
specifying a location parameter (i.e., FIRST, LAST, or NEXT, where NEXT means
the current Item pointed to by the Queue pointer). After an Item is removed
fram a Queue, it may be sent, destroyed, or otherwise modified.

An Item may not be modified, sent, or destroyed while it is on a Queue. The
same Item instance may not exist on more than one Queue. Multiple Processes
may access the same Queue.

A Queue pointer is maintained for each Process which references a Queue. This
pointer contains the address of the entity that the Process is addressing in a
Queue. The contents of the Queue pointer is detemined by rules described
below and in the sections on the Primitives FILE (section 3.9.13), FIND
(section 3.9.14) and REMOVE (section 3.9.19):

1. The pointer contains the address of the last entity found with a FIND
Primitive; otherwise,

2. The pointer contains the address of the last entity filed with a FILE
Primitive; otherwise,

3. The pointer contains the address of the successor of the last entity
removed with a REMOVE Primitive with a NEXT option.

The REMOVE and FIND Primitives access a Queue and set the value of the local
variable referenced in the Primitive. This means that when a FIND or REMOVE
Primitive i3 executed, the value of the local variable could be sct to 0. This
occurs under the following circumstances:
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1. A REMOVE Primitive attempts to remove an entity fram an empty Queue.
2. A FIND Primitive accesses an empty Queue.
3. The NEXT or BEFORE Item in a Queue does not exist.

The form for the Queue entity is shown in figure 3-4.

queve: IR 5'ec: EUHE
DESCR

Figure 3-4. Form for the Queue Entity

Following is a description of the fields in the Queue form.
QUEUE: Name of the Queue (1 to 8 character)

SIZE: An integer value of 1 to 8 digits, a defined Constant entity, or
the word INFINITE (which is the default)

DESCR: Any user comment (0 to 53 characters)

Relationships = Queues are used to hold Items. Queues are manipulated by the
FILE, FIND, and REMOVE Primitives.

Queue entities are entered into a model by using the Design User Interface
EDIT command (see section 6.1.4). Attributes associated with Queue entities
are described in section 3.13.

See section 3.5 for a description of system defined queues.
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SYSTEM DEFINED QUEUES

3.5 SYSTEM DEFINED QUEUES

System defined queues are managed by the simulator during a simulation run.
Queues are used to manage resources and the names of AISIM entities.

3.5.1 States Associated with Resources

Associated with each Resource entity are five simulation states upon which
statistics are kept. Four of these states apply to Resource units and one of
the states applies to Processes. Resource units can be in one of the four
states idle, busy, hold, and inactive. If a Process is waiting for a Resource
unit which is unavailable, the Process is in the wait state. Resource units
which are idle or inactive are accounted for by counters associated with the
Resource. Busy Resource units are kept on a system—defined queue called the
busy queue. Resource units that are part of a multiple-unit request are held
in a system~defined hold queue until all requested units are available.
Processes which are waiting for Resource units are kept on a wait queue.
Resaurces and Processes are placed in these states during the simulation as
fol lows:

Resource units are idle while they are unallocated and available to
Processes. Rescurce units are in the idle state: (1) at the
initialization of the simulation, (2) when removed from the inactive
state (by the RESET Primitive) or (3) when removed fram the busy quecue
{by the DEALLOC Primitive).

Resource units are placed on the busy queue while they are allocated by

some Process through the ALLOC Primitive. They may be removed from the

busy queue (1) by being deallocated with the DEALLOC Primitive or (2) by
being set inactive by the RESET Primitive.

Resource units are in the inactive state when they are not available to
be allocated by Processes. Resources may be placed in this state (1) at
the initialization of the simulation, (2) fram the idle state by means of
the RESET Primitive, and (3) fram the busy state by means of the RESET
Primitive.

When same of the Resource Units of a multiple-unit request are available
before the complete request can be filled, the available units are placed
in a hold queuc until the remaining units became available. When all of
the Resource units requested become available, they are placed on the
busy queue as described above.

The wait queue holds Processes that are suspended for lack of an
availaple unit of the needed Resource. A Process is placed on this queue
when either (1) it attempts to allocate the Resource (with the ALLOC
Primitive) that is held by another Process of equal or "higher" priority
or (2) it loses a Resource to a "higher" priority Process.

The relation between these states is illustrated in figqure 3-5.
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During a simulation run statistics are kept on the activity of these states.
These results are presented in the simulation's Resource report. The user can
access the number of Resource units or Processes currently in the idle, busy,
inactive, or wait states using attributes described in section 3.13.

/ ALLOC
| mE
RESET (v /3 DEALLOC ALLOC

sy ’

/7 RESET (-) )
~, //// \ » Y
\t SET () + CEALLDS T
TNACTIVE FEXET ¢ : ‘ | Busy ) o
FESET (-) + UNLOX v P
A,
I

-

Figure 3-5. Resource States

3.5.2 Cross Reference Sets

I adie -
AN

In addition to the queues associated with Resource contention, there are eight
system defined queues called "cross-reference sets". These queues correspord
to the sets of names of the following AISIM entities:

R
l
W o

v o
Yy

1. Resource names

s
2. Queue names [y

o
3. Process names .

o

4., Item names

5. Action names

T e TN

RN

6. Table names

"
]
’

7. Constant names

2

8. Variable names

o

What this means is that an AISIM modeler can write Processes which perform -
. . . . o,

some function on each entity defined in one of the above sets. o :,
L !

£

The FIND Primitive accesses the sct of names of an entity type by specitying
the name, e.g., Resource, Item, Process, as the Queue ficld referonce in the
Primitive.

3-12

f??????ﬁﬂ'

|-

Y S

‘
.
T AT AT Tt N T e e e .'."i
fatataar a el e tadaTalada s T ya




W W I WUV W ot W W N R = R U R O O R Y Y L Y T L L A UV LV N UV OV OV TV U O TR T T TN

RESOURCE

3.6 RESOURCE

The Resource entity is used to model the mechanisms required to perform a
Process. "Mechanisms” 1n this context can be computer processors, memory,
communications channels, support personnel, documents, etc.

Queueing for a Resource nccurs only within a Process and, in particular, only
where an ALLOC Primitive is used. In other words, if no ALLOC Primitive is
used there will be no queucing. If no Resource is used (allocated) within a
Process, the Process can be executed in parallel (simultaneously) by any
number of concurrent requests and the model will represent only time delays
associated with the ACTION Primitive.

When a Resource is used (allocated) by a Process, there can be only as many
concurrent executions of the Process as there are Resource units available.
For example, if the capacity of a Resource is one, then any Processes which
allocate that Resource will be executed serially (one at a time). Exccution
concurrency is controlled only between the allocation and deallocation of the
Resaurce (i.e., if the ALLOC Primitive is the second Primitive in a Process,
the first Primitive can be executed concurrently by any number of requests
whereas the ALLOC Primitive can be executed concurrently by only as many
requests as the Resource has units available).

If no Resource units are available (i.e., idle or presently allocated to a
lower priority Process) when an ALLOC Primitive is attempted, the Process'
allocation request is merged onto a wait queue associated with the Resource.
How the request is merged depends on the priority of the request. The request
is merged and sorted by inverse priority (priority 1 preempts priority 2).
Within priority the sorting is done first-in-first-out. Whhen deallocation of
the Resource (by same other Process) has resulted in enough units to satisty
the requests, and the request has moved to the top of the wait quecue, then the
request is removed trom the queue, the allocation is performed, and the
Process is executed. Note that a deallocation of several units may result in
several requests being removed fram the queue simultaneously. For allocation
reqguests of multiple units, the user can specify whether the units are to be
allocated as they become available or only when all units are availabice at the
same time.

If, when the ALLOC Primitive is attempted, there is a lower priority Process
Dossessing the desirad Resource units, then the higher priority Process will
"steal" those units. The lower priority Process will be suspended while ot
walts for Resource units. It will be placed on the wart queue but its
senlority 1s bhased upon the time of 1ts first allocation attempt, not the time

. it lost its Resources. If at the time of 31 multiple-unitl reguest ome ot the
units are available, and the request is tor units to Yxe allacated as they
become available, the currently avarlable units are placed in g hodd queue
until the request is rilled. As units become available, they are eided Lo the

4 hold queue until all ot the requestoed uni~s dre avallaole.  Then the unius are

mwved to the busy (ucuc.
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The Resource entity provides the most interesting and useful simulation
results; e.g., delays, bottlenecks, utilization percentages, and traffic
statistics. Therefore, the use of Resources should be carefully designed from
both the standpoint of model credibility and the specification of required
simulation output.

Voo ey MR

The form for the Resource entity is shown in figure 3-6. .

PESOUFCE NAME : —
toTaL Humeer oF UnITS: (R
IniTIaL NumeeR oF uniTs: R
cesceeTion: S
RTTRIBUTES

HAME VUALLE MAME HALUE

Figure 3-6. Fomm for the Resource Entity

Lanam an an e x g Bo o o

-t
o A

Following is a description of the fields in the Resource form:

Y

L.

RESOURCE NAME: 1 t> 8 character name of Resource

“.‘} t ] .
Yoy

TOTAL NUMBER: Maximum number of units of the Resource that can be
allocated (integer or named Constant).

K

[NTTIAL NUMBER: Number of units availlable for allocation it the start of
the simulation (integer or named Constant).

DESCRIPTION: Any user comment (0 to 53 characters) ’

] L
NAME : 1 to 8 character name ot user defined attribute :f:
VALUE: Initial value to be assined Lo an atiribute; can be -

single precision real or integer number, or the name of
a detinel Variable, Constuant, Process, ltem, Resource,
Queue, Action, Table, or 4 keyword or alpha literal.

LT,

w oL, yw

Py
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>ration - Resources are initialized at beginning of simulation to the values o>

glven above. ¢

3 )
Relationships - Resources are used by Processes with the ALLOC, DEALLOC, Q:
RESET, LOCK, UNLOCK and TEST Primitives. N

»

.
Resource entities are entered into the model by using the Design User :*

. Interface EDIT command (see section 6.1.4). L
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ACTION

3.7 ACTION

The Action entity represents time consumption for any activity, decision,
etc., that consumes time. This entity functions in conjunction with the
ACTION Primitive. For each defined Action entity, statistics on the time
consumed by the associated ACTION Primitive are collected for the simulation's
Action report. For this reason, each Action named in an ACTION Primitive is
given a separate definition outside the Process in which it appears. These
Action entities are automatically created by AISIM whenever a user adds an
Action Primitive to a model.

In the form for this definition, the Action field contains a name identical
with one that appears in an ACTION Primitive in a Process. DESCRIPTION is
used to describe the Action. When AISIM automatically creates an Action
entity, the description is copied from the COMMENT field of the Action
Primitive (see section 3.9.1), but the user can change the description by
using the Design User Interface EDIT command (see section 6.1.4), The form
for the Action entity is shown in figure 3-7.

COSULTE |
vescrirTion: |

Figure 3-7. Form for the Action Entity

Following is a description of the fields in the Action form:
ACTION: 1 to 8 character name of action
DESCRIPTION: Any user comment (0 to 53 characters)

Relationships - Actions are referenced by the ACTION Primitive.

Note: Although AISIM automatically creates and deletes all Action entities as
a user places and deletes ACTION Primitives, the uscr is allowed to create and
delete Action entities. For example, a user would need to create an Action
entity 1n the case where the name of an ACTION is passed to a Process and the
name used 1n the ACTION Primitive in that Process is only a local variable
which will take on the name of the ACTION passed into it.
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PROCESS

3.8 PROCESS

The Process entity is used to represent the sequential logic and activities,
operations, functions, ctc., of the modeled system. Processes are composed of
Primitives, each of which represents a step in the function being modeled by
the Process. It is at the Primitive level that Resources are allocated and
deallocated, time is consumed, decisions take place, etc.

In the graphic representation of a Process, the Primitives are flanked at the
top and bottom by figures labeled START and END. These figures represent the
logical entry and exit points for the Process.

Processes are initiated by (1) Scenarios and Loads (within Scenarios) and (2)
by other Processes through the CALL and SEND Primitives. Once initiated, the
execution of the Process depends upon the availability of the Resources that
the Process references through the ALLOC and DEALLOC Primitives.

There are three types of Processes: parameter passing, Item passing, and
standard. Each differs in how it is triggered.

A parameter passing Process is one that takes values of local variables from
another Process as inputs and/or returns the values of local variables to the
other Process as outputs. Such Processes can be triggered only by a CALL
Primitive and it is the calling Process which sets up the relation for the
values given and returned (see CALL Primitive, section 3.9.5). The given and
return values can be numerics, string literals, keywords, the names of Items,
Queues, Resources, Processes, Tables and Actions.

An Item passing Process is one that is triggered by having Item(s) delivered
to it from other Process(es) through the SEND Primitive. The required Items
need not be delivered from a single Process; the sending Processes may be as
many as six, but the Process will not execute until all of the Items indicated
in the definition are Jdelivered.

A standard Process 1s one which neither requires Items nor is given (or
returns) parameters. It may be trijjeraed by either a CALL Primitive from
another Process or through the Scenario or Loads.

When a Process 15 lefined, the nxde in which the Process is to execute is
specitied. [t the Process can exccute in any node, or it there is no
aromitecture, ALL can e specifiad. Senerally, when a Process is triggered,
LLoexecutes 1nothe same aoxde 25 1ts parent, or when a Process is triggered
Prom g Load, the Load naxdes specify where the Process is to axecute.  However,
LE g Process s Lriggercd from a Scenario, the node specified for the Process
Ls tne one in Wi the Process sxecutes.  The nade specitied in tiwe Process
definizion s oalso v nable to the asor through the SNODE keyword (see

s2ction 30177,
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The initial form for the Process entity is shown in figure 3-8.

TTHRT
eeocess e [EEEER o R
ATTRIEUTES ATTACHED (ES OF NHOI _

PFOCESS UESCRIFTION

sterT eLock TvrE [
ENTEP "FHPM" FOR PHPAMETER PASSING

ENTER “ITEM" FOR ITEM PASSING
ENTER "STD " FOR STANDAPD PROCESS

Figure 3-8. Initial Form for the Process Entity

Following is a description of the fields in the initial Process entity form:
PROCESS NAME: 1 to 8 character name of Process

NODE: architecture node in which this Process is to
execute (if its execution is restricted to a
specific node; ALL in this field indicates the
Process may execute in any node)

ATTRIBUTES ALTACHED: YES or NO to indicate whether the Process has
attributes.

PROCESS DESCRIPTION: 0O to 53 alphanumeric character description.

START BLOCK TYPE: (STD, ITEM, PARM)

To define an Item passing Process the user enters "Item" in the START BLOCK
TYPE field. The user will then be presented with the form shown in figure 3-9.
ITEM FRIZING STHRET

ITEMS RECEIVED:

MUST wlL THE ITEM SERIAL MUMEERS MeTCH (M -

TLELTITTT/ UYL R Ty v TR

Figure 3-9. Form for an Item Passing Process
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This form is for providing a list of the needed Items. The Items received by
each must be of distinct types.

The field concerning the matching of serial numbers asks whether the TAIL
numbers (which is a default attribute of every Item) must be the same for all
the Items in the Process. If the user enters "Yes" in this field, the Proc.ss
will not execute until it. has received Items of the specified type to which
the same TAIL number attribute has been assigned.

To define a parameter passing Process the user enters "PARM" in the START
BLOCK TYPE field. The user will then be presented with the form shown in
figure 3-10.

EufF i ETERT FUR FRESING STWFT

GQUVEN:

SET Qran

Figure 3-10. Form for Parameter Passing Process

This form is for providing the names of the local variables to be given and
returned to any Process that calls it through the CALL Primitive. The CALL
Primitive must contain the same number of entries in its given and return
lists as the called Process. If the CALL Primitive does not give or return
all the necessary values, an execution error will occur indicating a
disagreement in the number of values.

To define a standard Process the user enters "STD" in the START BLOCK TYPE
field. Since no inputs are relevant to its execution, there is no seccondary
tom for the definition of a standard Process.

Figure 3-11 is a typical flowchart representation of a Process. This
graphical representation of the logic of a Process is presented to the user
during the design of an AISIM model.

Relationships - Processes are constructed from Primitives. Resources are used
by the Process through the ALLOC, LEALLOC, RESET, LOCK, UNLOCK, and TEST
Primitives. Time is consumed by the ACIION Primitive. Processes are
initiated by Loads, Scenarios and by other Processes through the CALL and SEND
Primitives.

Process entities are entered into a model by using the Design User Interface
EDIT command (see section H.1.45.
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Figure 3-11. Samplec Process Diajgram
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PRIMITIVES

3.9 PRIMITIVES

Primitives are the constituent elements of Processes and are used to
characterize procedural steps by sequential logic. AISIM offers a list of .8
Primitives. Although limited in number, the Primitives have been shown to

» represent all logical operations for computer system modeling. The Primitives
can be grouped into eleven functional categories. These categories are as
fol lows:

Process Execution Control

b CALL
SEND
SUSPEND
RESUME
WAIT

These Primitives control the initiation and sequencing of Processes.

Branch Control byt
. "l
COMPARE o
BRANCH o
ENTRY .t
PROB )
me F\
' ‘.:
These Primitives govern the internal branching in the logic of a Process. ;:
| N
Item Handling Ry
CREATE !
DESTROY :
o | o , =
These two Primitives govern the introduction and elimination of a system's ros
transient data elements. o
LY

Time Consumption

ACTION

This Primitive represents the consumption of time through some activity,
decision, etc.

Mathematical Operations

w--_,_vvvv‘,_.._““.VTTf___Tv‘r-f
2

EVAL

This Primitive governs calculations, invoking standard mathematical functions
l and operations or making use of user-defined Tables.
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Resource Allocation

ALLOC
DEALLOC
RESET
TEST
LOCK
UNLOCK

These Primitives govern the use of Resources.

Queuc Manipulation

FILE
FIND
REMOVE
These Primitives govern storage and retrieval on Queues.

Variable Assignment

ASSIGN

This Primitive governs the assignment of values to Variables or Attributes
(both numerical and non-numerical).

Debugging
TRACE

This Primitive has the special function of creating a record of the sequence
of Process Primitive executions which takes place during simulation. It is
used for debugging and validating a model.

Input/Output

READ
WRITE
These Primitives enable a user to read data from and write data to external

files during a simulation run. This data can be used to control the execution
ot the simulation and to provide data for debugging and validating a model.

9?scrigtion
COMMENT

This Primitive has no functionqlit¥ during a simulation run, and 1s used
simply to comment the surrounding logic in a Process.

Figure 3-12 shows the graphic representation of each Primitive, and following

15 a description of the meaning of cach Primitive and the paramecters necessary

to define each. Primitives are enterced using the Process Bditor Interface of
the Design User Interface (see scction 6.2).
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Flgure 3-12. Graphical Representations of Process Primitives
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PRIMITIVES / ACTION !
3.9.1 ACTION <
—_— f‘
The ACTION Primitive represents the consumption of time for an activity that "
consumes time. The ACTION Primitive is used to model the time to perform some !
real work event such as a man's activity or a machine'’s activity. An Action . byt
Primitive can represent both interruptible and noninterruptible tasks (i.e.,
tasks which can start up where they left off after being stopped due to a loss f,,j
of Resources, or tasks which must be completed in one uninterrupted session). o
The time consumed by an ACTION Primitive is determined according to the oy
selected distribution function (described below). The form for an ACTION o
Primitive is shown in figure 3-13. “J
Wy
)
PARAMETERS FOR ACTION 2
Ay
ACTION MAME ; OPTION: GES : .
) R orviov: ECEE metHoo: R v
MEAM TIME: DELT& TIME: IO EEWSECONDS >
I I SECONDS | -
Y
commenT: R
)
l\
Y
gy,
Figure 3-13. Form for an ACTION Primitive =
o
;
Following is a description of the fields of an ACTION form: L-"
-
ACTION NAME: A name assigned to the Action. b
7.
OPTION: Specifies disposition of the Action upon regaining ;
Resources that were lost due to pre—emption by a higher <)
priority Process. Valid options are RESTART and RESUME.
RESTART indicates that the Action must be restarted after L
being interrupted. RESUME (the default) indicates that Y
s the Action can continue where it left off. u
" :\ ,
y METHOD: Distribution function type, which may be: CONSTANT, ~
" EXPONENT, LOGNORML, NORMAL, UNIFORM, GAMMA, ERLANG or ::
: WEIBULL. (The random number seed used for statistical o
functions can be controlled by the user in the AUI.) ™
A '-.
MEAN TIME: Typically specifies the average duration time of the T
Action. This parameter varies in meaning depending on .
the METHOD selected. For CONSTANT, it specifies the ',"':\
exact duration value. {or WEIBULL, 1t specifies the N
distribution's scale parameter. For all other e
D methods, it specifies the mean duration.
X
oy
-
Py
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DELTA ‘T{MB: This parameter varies in meaning depending on the
METHOD selected. Typically it specifies the
variation, about the mean, in the duration times.

AT Y T
- L2

Specifically: i
CONSTANT - inapplicable (i.e., leave field blank) b
L] '
EXPONENT - inapplicable (i.e., leave field blank) 2
|
LOGNORML - standard deviation $
e
NORMAL - standard deviation _-;
%
UNIFORM - range about the mean (i.e., the ;::
difference between the largest possible ,
duration and the mean duration). "
.
GAMMA - K ;::T
R
ERLANG - order of distribution function o
-
WEIBULL - shape parameter *
|
NG
UNITS: The time units used in specifying the duration of the )
Action. The valid entries for this field and their gy
meaning are as follows: ::'_'.
Form entry Meaning -
nseconds (ns) - nanoseconds "'.’,r
useconds (us) - microseconds o
mseconds (ms) - milliseconds ’y
seconds (s) - seconds ::
minutes (m) - minutes .
hours (h) - hours '-_.
days (d) - days *'.;
The default value which is automatically placed in the ;
form is SECONDS, but the user can change this default by 3
using the Design User Interface UNITS command (sec scction e
6.1.9). L
o
COMMENT : Any user comment. ﬁ:-
1’10
a \
2%
.
v
s
N
i.\
o
2
v
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3.9.2 ALLOC

The ALILOC Primitive indicates the allocation of (request to use) a Resource
which is needed by the Process. Whether a Resource requested by the ALLOC
Primitive is actually obtained by a Process depends on a number of conditions,
as described in the section on the Resource entity, section 3.6. If a
Resource unit is in the idle state, it is available to be allocated to the
requesting Process. If the Resource is busy, then allocated Resource units
are checked to see if a Process can be preempted by priority (priority is
inverse - priority 1 preempts priority 2) unless the Resource is protected
with a LOCK primitive. The form for the ALLOC Primitive is shown in figure
3-14.

PARAMETERS FOR ALLOCATE :
ALLOCATE RESOURCE tere: R
NUMEER OF UNITS REQUESTED :[NNNNEN

PARRTIAL-ALL ALLOCATION: PART LAl

ALLOCATION PRICRITY: $FRIOGRTY

ComenT .

Figure 3-14. Form for the ALLOC Primitive

Following is a description of the fields in the ALLOC form:
ALLOCATE RESOURCE NAME: A reference to a Resource

NUMBER OF UNITS REQUESTED: The number of Resource units to be
allocated. 1 is the default.

PARTIAL/ALL ALLOCATION: This specifies whether the Resource units
will be allocated as they become available
(PARTIAL) or only allocated simultanecusly
when they are all available (ALL). PARTIAL is
the default.

ALIOCATION PRIORITY: The priority to be used to determine which
allocation request will be satisfied in
the case of Resource contention. SPRIORTY
is the default and evaluates to the
priority of this Process.

COMMENT ¢ Any user comment.
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3.9.3 ASSIGN

The ASSIGN Primitive 1s used to set the value of the following references:

1. a global Variable

2. a local (to the executing Process) variable

PRIMITIVES / ASSIGHN

3. the attribute of an Item (currently attached to the Process)

4. the attribute of a Resource

5. SCNODE (see section 3.17)

6. the attribute of a Process

Values that can be accessed for the assignment are:

l. signed, single precision, real or integer numbers

2. SCLOCK (see section 3.17)

3. global variables or Constants

4. local variables

5. Resources with any of the qualifiers NWAITQ, NBUSYQ, NINACTQ or
NIDLEQ (see section 3.13)

6. Item attribute

values

7. Queue gualifiers NQUEUE or TQUEUE (see section 3.13)

8. Resource attribute values

9. Process attribute values

19. an Item name

11. a Resource name

12. a Process name
13. A Queue nume
4. » Table nume
15.  an Action name

16, SHODE (s 30

My ke ] ey e ™
M AT~ A

¥
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otk b

3-27

‘. ’ “. v'_ -* ‘J‘ ‘.-:.b-'_- ‘R -}: P p .."-.. LRI .

.

BRSNS AL Rl S Gl L Ga G0 a0 GE LI UL AL a'0 8 a0 aRY s pAR o0e aBat R b bt 0g0 bt des Dot et RS a8 R R b Ao i B0 JA SR el g tpie AR AR AR A A it

o

Yy a_w _m_» -
v

gy

KAy

"AM}

%y

e e s
I S

PR

R P In] P

“r

'\ A

-
'-

F] .: .,I k' '..

"~

‘.'.‘.—\'.SS'-‘Y Ny ST

-

o e

-

< L

]

e

A

e

o]

»,
. v

el e, J‘ l ’.r,f 'I.'q'.\'....

]
\



Ve 7~

LA R S
v
.'_l

X KNSR

17. SNXTNODE {(see scction 3.17)

18+ SLINK (see section 3.17) .

19. STASK (see scction 3.17) QV-;
20, SCNODE (see section 3.17) . 34"
21. an alpha literal (first character is $) (see section 3.16) .&\
The form for the ASSIGN Primitive 1is shown in figure 3-15. E"
v

kl

PREHMETERS FIOF w33 I0N
|J1:_ l:Jl:—
T
o |
commen "

Figure 3~15. Form for the ASSIGN Primitive

In the form, V1 and Ql are used to reference the current value, and V2 and Q2
are used to reference the value being set. For accessing values such as local 7
variables, the simulation clock, etc., only the "V" fields need to be used.

If the user is accessing an attribute of an entity, such as an Item, both the
"V" and "Q" fields need to be used. The "V" field contains the name of the
entity (Item, etc.) being accessed, and the "Q" field contains the name of the

o

attribute of the entity whose value is desired or being set. -
. . . . o
Following are examples of some typical entries:
V1l: Item Vl: Item Vl: Variable -~
Ql: attribute 0Ql: attribute Ql: .
V2: Item V2: Variable V2: Item )
Q2: attribute Q2: Q2: attribute :
N
Vl: Variapble V1l: Constant V1l: Constant .‘;
0l: Ql: Ql: )
V2: Variable V2: [tem V2: Variable . '\
Q2: Q2: attribute Q2: :
Ny
COMMENT : Any user comment. s
»
Note that it is the entity specified by V2 and Q2 that takes on the new value . o
specitied by V1 and Q1. r
-
.~'
v
if
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3.9.4 BRANCH

5 " h

The BRANCH Primitive indicates an unconditional branch to a named entry point.
It is used for Process execution sequence control. The form for the BRANCH
Primitive is shown 1n figure 3-16.

AT

Yy 5y b

FARAMETERS FOR BRAMCH:

erancH To Lesel : [
comen :

"y
wn

Cr

ros
s

Figure 3-16. Form for the BRANCH Primitive 1

Following is a description of the fields in the BRANCH form:

[
Pl

LABEL: The entry point to which the Process execution is to go
(which must be defined by an ENTRY Primitive).

*r
"
<

YRS

COMMENT : Any user comment.
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PRIMITIVES / CALL

3.9.5 CALL
The CALL Primitive triggers exccution of the called Process.

A CALL has one of three options (1) WAIT, (2) NOWAIT and (3) BLOCK. If a
Process is called with the option WAIT, the calling Process will suspend
execution until the called Process is completed. If a Process is called with
the NOWAIT option, both called and calling Processes will exccute
simultaneously and will have no further communication. If a Process is called
with the BLOCK option, the two Processes will execute in parallel until a WAIT
Primitive is reached in the execution of the calling Process. When the WAIT
Primitive is reached, the calling Process suspends execution until the called
Process(es) camplete(s). The principal purpose of the BLOCK option is to
allow the calling of several different Processes, all of which must be
canpleted before the calling Process will continue. If several Processes are
called with the BLOCK parameter, the calling Process will suspend at the WAIT
Primitive--whose presence somewhere below such a CALL Primitive is
obligatory--until all of them have completed execution.

> »
fb%ﬁfk?f#x“"

Two of the three kinds of Processes can be triggered via the CALL Primitive:
parameter passing Processes and standard Processes. The triggering of an Item
passing process is discussed in the section describing the SEND primitive. In
triggering a parameter passing Process with a CALL Primitive, parameters are
given to the called Process and/or parameters are returned to the calling
Process. Parameters can be numerics, string literals, keywords, or the names
of Items, Queues, Resources, Processes, Tables, and Actions. Parameter
passing Processes with return parameters can be called only with the WAIT
option. Standard Processes, which neither give nor return information may be
called with any of the three options WAIT, NOWAIT and BLOCK.

The CALL also requires that a priority be established for the called Process.
Priority is inverse, priority 1 preempts priority 2. This priority may be
used by the called Process when competing with other Processes for avallable
Resources (through the ALLOC Primitive with SPRIORTY, see section 3.9.2).

ST

The fomm for the CALL Primitive is shown in figure 3-17.
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CALLED-PROCESS NAME:

WAIT/NOWAIT/BLOCK :
PRIORITY:
GIVEN:
RETURN:

:

[ COMMENT :

:

|

]

y

r-

}

S

|

]

P

'y '\I‘{J.C-ﬁ;l 'n‘{f,:-f‘.;-" '-";f.;-f‘.;l_;f_;-".;-’s

-

FERAMETERS FOR CALL

CALLED-FROLCESS NAME: _
WATT HOWRIT. BLOCK « QTG FRICRITY: _

s :

Figure 3-17. Form for the CALL Primitive

Following is a description of the fields in the CALL form:

The Process to be triggered.
Explained above. NOWAIT is the default.

The priority associated with the triggered
Process (discussed above).

Up to six parameters whose values are to be
communicated to the called Process. Left blank
if called Process is a standard Process.

Up to six parameters whose values are to be

returned to the calling Process. Left blank if
called Process is a standard Process.

Any user comment
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3.9.6 COMMENT

The COMMENT Primitive is used to add descriptive text to a Process. It has no
eftect on the operation of the Process. It is used simply to make the Process
more understandable. A COMMENT Primitive can be placed anywhere within a
Process after the START Primitive and before the END Primitive, and there is
no limit to the number of COMMENT Frimitives within a Process.

The form for the COMMENT Primitive is shown in figure 3-18

COMMENT :

Following is a description of the fields in the COMMENT form:

PARAMETERS FOR COMMENT: The fields provide the user with space to enter up to
four lines (64 characters each) of descriptive text.

e
oy

Note: In the simulation output report, each line of a COMMENT Primitive has
an asterisk (*) appended to tne beginning of the line. This asterisk is used
by AISIM to recognize the COMMENT.

b4

s s .

g ¢ x"

Cy Y
L)
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T
f Figure 3-18. Form for the COMMENT Primitive
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3.3.7 COMPARE

The COMPARE Primitive is used to model decisions based on user-controlled
variables or the values of system keywords and attributes. The COMPARE
performs the following operation:

-\ls{'.’\ » :{- .-

IF P [S TRUE, THEN GO TO A

. t—
¥

wher:a:

“A" is an ENTRY label (defined by an ENTRY primitive) which is branched to if o
P is true.

"P" 1s a predicate which can be TRUL or FALSE. It consists of a phrase:
X1l OP X2 .

X1,X2 can be:
(1) signed, single precision, real or integer numbers

(2) global variables or Constants

(3) local Variables

N o
l“l' :"-"S"" P

P
S

(4) Resources with either NWAITQ, NBUSYD, NINACTQ or NIDLEQ
attributes (which cannot be modified by the user) (see section

3.13) 2
.
(5) SCLOCK (seec section 3.17) o

{(6) a value specified by an Item name and attribute

.-
L3

(7) a value specified by a Resource name and attribute

AR P R
AR

(8) a value specified by a Process name and attribute

(9) an ltem name

PRV T
'l

(10) a Resource name

(11) a Process name

'l 'l & .l

...,' "’ l‘ —l’ .

(12) a Queuc name

(13) a Table name

(14) an Actinn name

(15) $NODE (see section 3.17)

(16)  SAXTNODE (see scction 3.07)
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(17) SLINK (see section 3.17)

(18) STASK (see section 3.17) .

(19) SCNODE (see section 3.17)

Lo ph oh o o 8 B 4
3o Jo Jo |

(20) an alpha literal (first character is $) (see section 3.16)

(21) a Queue with either NQUEUE or TQUEUE as an attribute (which s
cannot be modified by the user) (see section 3.13)

4

Ty
, \I'-. oy

"OP" is one of the following operators:

Y Y R
['4

e u
.

-,

EQ - equal to,
NE - not equal to,
GEL - greater than or equal to,

GT - greater than,

J
b
b LE - less than or equal to,
LT - less than.
Operation - "X1" is compared to "X2" using real, single precision arithmetic.
{ If the comparison results in the same relation as "OP", then "P" is set TRUE
, and a oranch is made to label "A"; otherwise, no branch is made (the next

Process Primitive is exccuted).

—-——w

The form for the COMPARE Primitive is shown in tigure 3-19.

FHFAMETERS FOR COMPAFE
IF oFerwte U < -1 1R R
F'ELQTIOH:.
OFERRHD E‘:— WusLIFIER F_‘:_
eFanicH 1O : R -
comenT o

]
3
!
|
i
E Figure 3-19. torm for the COMPARE Primitive
H
|
b
] e parameters ot the torm are Litled in as tndicated apove. .'
b
!
u
t
|
|
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' PRIMITIVES / CREATE

. 3.9.8 CREATE

}

N The CREATE Primitive is used to create Items (note the SEND Primitive can also

N create Items as part of its function). The initial attribute values (defii.u

A when the Item 1s declared) are assigned upon creation. Each Item created is

{ . attached to the Process. Two Items of the same name cannot exist in a Process
at the same time. Item definitions are specified in the DUI. The form for

. the CREATE Primitive is shown in figure 3-20.

‘. PURAMETERS FOR CREATE

(TEMS T BE CFEATED ARE:

. T - F _F
cormrenT -

Figure 3-20. Form for the CREATE Primitive

Following is a description of the fields in the CREATE form:

ITEMS: references to distinct Item types, instances of which are
to be created

COMMENT: Any user comment.
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3.9.9 DEALLOC

The DEALILOC Primitive indicates the release of previously allocated Resources.
It is used to represent the release of a Resource (making it available to
another request) upon completion of a job. The form for the DEALLOC Primitive -
is shown in figure 3-21.

PARHMETERS FOR (EALLICHTE:

venLLocaTE rESOUFCE nere: R

NUMBER OF UMITS UDE~LLOCHTED :_
coment :

Figure 3-21. Form for the DEALLOC Primitive

"

SN,

- ‘..

Following is a description of the fields in the DEALLOC form:

LA

RESOURCE NAME: A reference to the Resource to be released.

A
o<

NUMBER OF UNITS: A reference to the integer number of Resource units
to be returned to the idle state. 1 is the default,

h YT A4
P Y

COMMENT : Any user comment,
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PRIMITIVES / DESTROY

3.9.10 DESTROY

The DESTROY Primitive is used to eliminate Items from the system, marking the
end of the time in system. When an Item is destroyed, statistics on its tim

in the system are tabulated for the simulation's Item report.

The form for the DESTROY Primitive is shown in figure 3-22.

FARRMETERS FOF DESTROY

ITEMSZ TQ BE LESTRUVED AFRE:

T - r I 7
conmen” :

Figure 3-22. Form for the DESTROY Primitive

Following is a description of the fields in the DESTROY form:

ITEMS: References to distinct Item types, instances of which are
to be destroyed.

COMMENT: Any user comment.
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PRIMITIVES / ENTRY

3.9.11 ENTRY

The ENTRY Primitive is used to define entry points fram branches contained in
the Primitives BRANCH, PROB, COMPARE, TEST, READ and LOOP. The form for the
ENTRY Primitive is shown in figure 3-23.

PARAMETERS FOR ENTRY:

' enTRy LegEL: (R
cormenT :

Figure 3-23. Form for the ENTRY Primitive

Following is a description of the fields in the ENTRY Primitive:

ENTRY LABEL: The 1~8 character name of the entry point used by the
Primitive(s) which transfer control to it.

COMMENT : Any user camment.

T LRI g
b _‘-}%}S .‘.’{I /'.'.: <
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P
. 3.9.12 EVAL
"
ﬁ The EVAL Primitive is used to perform arithmetic functions within a Process so
) that model logic and timing can be a function of variables rather than a
9 constant. This Primitive can also be used to access a Table. The EVAL
E . Primitive is different from the other AISIM Primitives in that one of the EVAL
- parameters is a free-form expression whose result is assigned to the EVAL
variable. The expression can be camposed of references to several AISIM
: constructs within a single expression.
¢
,: The valid functions that can appear in an expression are the following:
K-
* opl + op2: add - Returns the sum of opl and op2
. opl - op2: subtract - Returns the difference of opl and op2
»3 opl * op2: multiply - Returns the product of opl and op2
opl / op2: divide - Returns the quotient of opl and op2
¥ opl**op2: exponentiation - Returns the value of opl raised to the
power op2
absolute (opl) - Returns the absolute value of opl
g arcosine (opl) - Returns the arc cosine of opl in radians;
- -1<opl <1
~ arcsine (opl) - Returns the arcsine of opl in radians
- -1 <opl <1
S arctan {(opl) - Returns the arc tangent of (1l/opl) in
-5 radians; opl = (anglel/angle2); opl < > 0.0
ks beta (opl, op2) - Returns a random sample from a beta
N distribution
b opl = power of x; opl > 0
. op2 = power of 1-x; op2 > 0
- binomial (opl, op2) - Returns a random sample from binomial
; distribution
. opl = number of trials
- op2 = probability of success
= cosine (opl) - Returns the cosine of opl in radians
v Erlang (opl, op2) - Returns a sample value from an Erlang
- distribution
M opl = mean

op2 = k (lnteger order of function)
exponent (opl) - Returns a random sample from an
exponential distribution
) opl = mean
; gamma (ool, op2) - Returns a random sample from a gamma
distribution
opl = mean

- twt

f . op2 = Kk

1 integer (opl) - Returns the integer part of opl

o loge (opl) - Returns the natural logarithm of opl
- . opl > 0
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lognoml (opl, op2) - Returns a random sample from a normal =
distribution *
opl = mean T
op2 = standard deviation .
1ogl0 (opl) ~ Returns the cammon logarithm of opl My
Opl >0 ..
normal (opl, op2) ~ Returns a ran